We are IntechOpen,
the world’s leading publisher of

Open Access books
Built by scientists, for scientists

6,900 186,000 200M

ailable International authors and editors Downloads

among the

154 TOP 1% 12.2%

Countries deliv most cited s Contributors from top 500 universities

Sa
S

BOOK
CITATION
INDEX

Selection of our books indexed in the Book Citation Index
in Web of Science™ Core Collection (BKCI)

Interested in publishing with us?
Contact book.department@intechopen.com

Numbers displayed above are based on latest data collected.
For more information visit www.intechopen.com

Y



Extensions of Deductive Concept in Logic
Programming and Some Applications
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University of Novi Sad, Technical faculty “Mihajlo Pupin” Zrenjanin
Serbia

1. Introduction

Automated reasoning systems are computer programs which have certain “intelligent”
components and can be used as: shells of expert systems, dialog systems, human language
translators, educational software etc. Inferring the conclusion in such systems is often based
on resolution refutation method from a certain set of rules and facts. In order to infer a
conclusion, these systems, apart from negating set query, use rules for deducting facts in
axiom form and working fact base. Automated reasoning systems give answers to a set
query which depend upon the knowledge base and fact base (Hotomski, 2004). In this sense,
“automated reasoning is concerned with the discovery, formulation, and implementation of
concepts and procedures that permit the computer to be used as a reasoning assistant”
(Wos, 1985).

The developing of automated reasoning results into the developing of logic programming
languages, especially PROLOG. In this paper the advantages and applications of changing
one system for automated reasoning by the other are described. The determinate resolution
system for automated theorem proving ATP (OL-resolution with marked literals) is
especially put into the base of prolog-like language, as the surrogate for the concept of the
negation as definite failure (SLDNF resolution) in PROLOG.

2. Ordered Linear Resolution as the Foundation of Automatic Theorem
Proving

The most popular method for automatic theorem proving is the resolution method, which
was discovered by J. A. Robinson in 1965 (Barr et al., 1982, Gevarter, 1985, Wos et al., 1992).
Since 1965, many resolution forms and techniques have been developed because the pure
resolution rule was unable to handle complex problems (Hotomski, 2004).

Here is used the general automatic method for determining if a theorem (conclusion) A
follows from a given set of premises (axioms) F:

F|— A.

Each formula will be transformed to the clauses form. The clauses have the form:
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2 Engineering the Computer Science and IT

LivLyv ...vLn
where L; are literals. The symbol for disjunction is: v .
The literals L; have the form: P(ty, ¢, ... , ta) or =P(ty, 2, ... , ta), where P is predicate symbol,
ti is term, — is negation. The literal P(ty, ¢, ..., tn) is called positive literal, the literal —P(ty, t,
..., tn) is called negative literal.
Resolution method is a syntactic method of deduction. Reduction ad absurdum is in the basis
of resolution method:

F|— A iff Fu{-A} |— contradiction .

Resolution rule will be applied on the set of clauses - axioms which was expanded by
negating the desired conclusion in clause form.

Ordered Linear (OL) resolution rule with marked literals (Hotomski & Pevac, 1991,

Hotomski, 2004, Kowalski & Kuchner, 1971) increases efficiency and doesn't disturb

completeness of pure resolution rule.

The generating process of OL-resolvent from central clause (d1) and auxiliary clause (d2):

1. Redesignate variables (without common variables in the clauses).

2. Determine universal unificator ® for last literal of d1 and k-literal (k=1,2,...) of d2 (if it
exists for some k, else it is impossible to generate OL-resolvent for specification clauses).

3. Create resolvent with marked last literal in d1® and add the rest of clause d2@® without k-
literal (d1® and d2® are clauses, which were formed by universal unificator ® applied on
d1 and d2, respectively).

4. Eliminate identical non-marked literals and tautology examination (tautologies are not
memorized).

5. The Shortening Operation (delete all ending marked literals)

6. The Compressing Operation (delete the last non-marked literal, which is complemented
in relation to negation, with some marked literal for unificator A).

7. Repeat steps: 5 and 6 until the empty clause is got, or the Compressing Operation is not
applied on the last non-marked literal.

The rule of OL-resolution with marked literals is separated in two parts: in-resolution and
pre-resolution. The steps: 1 - 5 are represented in-resolution. The steps: 6 - 7 are represented
pre-resolution. Mid-resolvents are the products of in-resolution and without their
memorizing, the completeness of the method can be lost. This modification of Ordered
Linear resolution rule is served as the base for development of the system for automatic
theorem proving ATP.

3. ATP System for Automatic Theorem Proving

ATP is a system for automatic theorem proving (Berkovic, 1994), which is implemented on
personal computer by Pascal language. The rule of Ordered Linear Resolution with marked
literals presents the system base. The system is developed at Technical Faculty “Mihajlo
Pupin” in Zrenjanin. ATP is projected for scientific - researching, teaching and practical
purpose. ATP system disposes three search strategies: breadth-first, depth-first and their
combination. Numerously experiments with ATP system show that depth-first strategy is
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Extensions of Deductive Concept in Logic Programming and Some Applications 3

the most efficient. In depth-first search, a new node is generated at the next level, from the
one current, and the search is continuing deeper and deeper in this way until it is forced to
backtracking.
The main characteristics of ATP system:
This system presents a complete logical deductive base: the clauses-set is unsatisfied
(contradictory) iff the empty clause is generated by finite use of the resolution rule. So, the proof
of conclusion A is completed ( F |— A) when the empty clause is generated by the
resolution from clauses-set FuU {—A}.
Besides the theoretical completeness of the system, it has the satisfying practical
efficiency limited by the space-time computer resources.
The first-order logic is the form of representation in ATP system (each formula is
transformed into the clause form). This deductive base has no restriction in Horn clause
(expansions concerning Horn clauses) and it allows the logical treatment of negation
(escaping negation treatment as a definite failure).
Therefore, the system of automated reasoning ATP is put into the base for development of
the descriptive language for logic programming LOGPRO. This logical complete deductive
base is used for building a new descriptive logical programming language (Berkovic, 1997,
Berkovic & Hotomski , 1997, Berkovic et al., 2003).

4. The Concept of LOGPRO - LOGic PROgramming Language Based on ATP
System

Many logic programming languages have been implemented, but PROLOG is the most
popular language and it is useful for solving many problems. PROLOG as a logic-oriented
language (Bratko, 1986, Malpas, 1987, Pereira & Shieber, 1987) contains a resolution-based
theorem-prover (PROLOG-system). The theorem-prover in PROLOG appears with the
depth-first search approach. It uses the special resolution rule: SLDNF (Linear resolution
with Selection function for Definite clauses and Negation as Failure).

4.1 Formalization on PROLOG

The first-order predicate logic is the form of representation in PROLOG. PROLOG-program
is a set of sentences. Every sentence is finished by full stop. Program in PROLOG consists of
axioms (rules, facts) and a theorem to be proved (goal). The axioms are restricted in Horn
clauses form. Horn clauses (Hotomski & Pevac, 1991), are clauses with at most one positive
literal.

The rules have the form: G :- Ty, Ty, ..., Tn.

where G is positive literal and Tj (j=1,2,...,n) are literals (positive or negative). The symbol
for conjunction is: , . The element G is presented head of the rule. The elements Tj (j=1,2,...,n)
are presented body of the rule. The separator :- corresponds to implication (< ). The symbol
for negation is: not.

The facts have the form: G.

where G is positive literal.

The goals (questions) have the form: ?-Ty, Ty, ..., Tx.

where Tj (i=1,2,...,n) are literals.
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Practically, programming in PROLOG is restrictive in a subset of first-order logic. Horn
clauses are represented the first defect of PROLOG. The concept of negation as definite
failure is represented the second defect of PROLOG.

4.1 Formalization on LOGPRO

An other approach to logic programming is implementation of a different deductive
concept. The determinate system ATP for automated theorem proving is especially put into
the base of prolog-like language LOGPRO, as the surrogate for the concept of negation as
definite failure. This logical complete deductive base is used for building a new descriptive
logic programming language.

The first-order logic is the form of representation in ATP system, too. But, this system has
not restriction in Horn clauses. The program on logic language LOGPRO based on the ATP
system is a set of sentences (clauses). There are three kinds of sentences: rules, facts and
goals. Every sentence is finished by full stop.

The rules have the form: Gy, Gy, ..., G :-T1, Ta, ..., Ta.

where G; (i=1,2,...,m) and Tj (j=1,2,...,n) are literals (positive or negative). The symbol for
conjunction is: , . The elements G; (i=1,2,...,m) present head of the rule. The elements T;
(j=1,2,...,n) present body of the rule. The separator :- corresponds to implication (< ). The
symbol for negation is: ~ .

The facts have the form: G.

where G is literal (positive or negative).

The goals (questions) have the form: ?- Ty, T, ..., Tn.

where Tj (i=1,2,...,n) are literals (positive or negative).

The rules and facts (axioms) are presented by auxiliary clauses. The goal (central clause) is
negating the theorem to be proved. Symbol ?- in goal is the substitution for negation. The
execution procedure is ATP system based on OL-resolution with marked literals. This
formulation enables eliminating the defects of PROLOG-system.

The logic programming languages PROLOG and LOGPRO are compared. PROLOG rules
and facts do not allow the explicit statement of negative information. But, the declarative
syntax of the logic programming language LOGPRO allows the expression of negative
information in rules and facts. Also, it is possible to construct the rule with more than one
element in the rule’s head.

Example 1.
The problem of trying to formulate sentence:
“Alice likes whatever Queen dislikes, and dislikes whatever Queen likes.” into PROLOG
form (Subrahmanyam, 1985).
The representations:

likes(alice,X1) :- not likes(queen,X1).

not likes(alice,X1) :- likes(queen,X1).
are illegal in PROLOG because the second rule has a negation in head (it isn't Horn clause).
It is possible to solve the problem by trick - using a modified predicate likes, and expressing
the statement as:

likes(alice, X1,true) :- likes(queen,X1,false).

likes(alice,X1,false) :- likes(queen,X1,true).
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The expansion concerning Horn clauses on the logic programming language based on ATP
system has the possibilities to express the statement as:

likes(alice,X1) :- ~ likes(queen,X1).

~ likes(alice,X1) :- likes(queen,X1).
PROLOG-system has the negation defect (Brtka, 2001). This defect is corrected in ATP
system. It can be illustrated by the following example.

Example 2.
Program in PROLOG:
vegetarian(tom).
vegetarian(ivan).
smoker(tom).
likes(ana,X1) :- not (smoker(X1)), vegetarian(X1).
PROLOG-system gives unconnected answers on the following questions:
?- likes(ana,X1).
no
?- likes(ana,ivan).
yes
If the last clause is now:
likes(ana,X1) :- vegetarian(X1), not (smoker(X1)).
PROLOG-system gives wrong answers on the following questions:
?- likes(ana,X1).
X1=ivan
?- likes(ana,ivan).
yes
These answers are incorrect because we have not data about Ivan and smoking. We don't
know if Ivan is a smoker or not. The correct answer will be: “I don't know”.
The program in LOGPRO:
vegetarian(tom).
vegetarian(ivan).
smoker(tom).
likes(ana,X1) :- ~ smoker(X1), vegetarian(X1).
ATP-system gives answers on the following questions:
?- likes(ana,X1).
Success=0
The proof isn't completed
?- likes(ana,ivan).
Success=0
The proof isn't completed
When the last clause is:
likes(ana,X1) :- vegetarian(X1), ~smoker(X1).
ATP system also gives the correct answers: “Success=0, the proof isn't completed”.
In fact, the system generates resolvents, but can not complete the proof with depth-first
strategy. The treatment of negation as definite failure in this system is escaped. The concept
of LOGPRO allows eliminating of endless branches, recursion using and works with
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structures and lists, as well as PROLOG. It is presented in some concrete examples
(Berkovic, 1997).

5. Applications of ATP System and LOGPRO

5.1. Time-Table and Scheduling System DEDUC
This system ATP is incorporated in the system for automatic creating of the combinatorial
disposition DEDUC, where it has presented the satisfying practical efficiency.
DEDUC is a software package that integrates scientific results of Constraint Logic
Programming and practical needs in generating combinatorial schedules. The work on the
system started in 1991. After ten years the powerful system was developed.
System is based on synchronized work of two processes: data storing and optimization of
gaps in the timetable. Theorem prover controls both processes to secure that initial
requirements are not violated
System facilities and performances:
Automatic and interactive generating of schedules for the initial data and conditions;
Setting up and maintenance of the initial data and requirements by using the user
friendly interface;
Setting up various initial requirements like splitting classes into groups, connecting
groups and classes, enabling multiple lessons; setting restrictions in using laboratories
and rooms; setting teachers’ requirements and the other pedagogic obligations and
desirable demands;
Generating schedules respecting school shifts;
Screen browsing and printing the general, per-class and per-teacher schedules;
Generating and archiving different versions of the schedules generated for the same
initial data and conditions;
Maintenance of the archived versions, data and conditions.
The practical efficiency and system limits can be observed for complicated examples as well
as for the simple ones. Essentially, getting the acceptable version of the schedule depends on
structure of the initial requirements and their connections with data, although the number
of requirements has no influence.
Practical experiences in the real world assure that DEDUC system generates timetables with
quality level higher than quality level of hand-made timetables. The time needed for
generating a timetable varies from few minutes to several hours, and depends on amount of
data, structure of conditions as well as on computer performances. More informations at
http://deduce.tripod.com

5.2. A Technique for the Implicational Problem Resolving for Generalized Data
Dependencies

A mechanism for generalized representation of various data dependency types, such as
functional (fd), multivalued (mvd), join (jd), implied (imd) and inclusion (id) dependencies,
has been developed in the relational data model theory. The initial supposition was that all
the data dependencies (i.e. “rules” which hold among data) can be represented, in unified
manner, by one, or more symbolic data templates, satisfying certain criteria, according to
defined interpretation rules for such symbolic templates. On the basis of that supposition,
the term of generalized data dependency has been introduced, so as to represent the other
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dependency types in the same way. One of the important questions, arising when new data
dependency type is introduced, is how it can be stated if a data dependency is a logical
consequence of a given set of data dependencies. This problem in relational databases is
known as the implicational problem.

At the beginning, the terms of: tableau, as a symbolic data template, generalized
dependency (gd) and its interpretation are defined without explanations, because they are
considered as already known. In (Lukovic et al., 1996, Lukovic et al., 1997) is presented a
possible approach to resolving the implicational problem for gds, it is established at the
same time a way of testing the implicational problem for all the specific data dependency
types which can be formalized by means of gds. The proposed approach considers a usage of
the ATP System.

To resolve the implicational problem for a given sets of gds I' and arbitrary gd y means to
establish if I' | = y holds. It is not practically possible to test he implicational problem I' | =y
by exact applying of definition of generalized dependencies by systematic generating of all
the relations form SAT (R) and checking the implication r |=T => r |=y, because SAT(R)
is, in most cases, the set of high cardinality and it can be even infinite. Therefore, the other
methods have to be applied so as to resolve the problem. According to the nature of gds, it is
concluded that for the automations of the test I' |= y, the resolution procedure can be
applied. Therefore, the set of I' and the dependency y will be represented by appropriate
predicate formulas. According to the resolution theorem and theorem of generalized
dependencies, the test of the condition I' |= y, where I' = {y1,..., yxu}, is performed by
disproving procedure, on the basis of the set of initial assumptions F(I') and the negation of
the conclusion —F. In that case, the theorem that should be proved by ATP System is of the
form: F(I') — F.

To prove the theorem, the clauses should be built from the set of assumptions F(I') and
negation ~F. They represent the input for ATP. Beside that, two additional input parameters
are: (i) maximal searching deep and (ii) maximal clause length. With respect to the
resolution theorem, there are three possible outcomes from ATP. (a) “positive”; an empty
clause has been reached, which means that the assertion F holds. According to theorem of
generalized dependencies, I' |= y holds, too; (b) “"negative”: the empty clause has not been
reached and there are no more possibilities for new clause generating. It means that the
conclusion F cannot be derived from F(I'). According to theorem of generalized
dependencies, we conclude I' |= y does not hold; (c) “uncertain”: the empty clause has not
been obtained, whereas maximal searching deep and maximal clause length have been
reached, or memory resources have been exhausted.

5.3. Intelligent Tutoring System Based on ATP System
The concept of LOGPRO can be an excellent base for an intelligent tutoring system iTUTOR
(Brtka, 2001, Berkovic et al., 2003). Such deductive logic programming language can perform
tasks that standard PROLOG system could not (Hotomski, 2004).
It is now possible to define predicate:

know(student_name, concept, degree).
where studentname is name of a student, concept is name of a concept that student should
know and degree indicates grade of concept cognition.
Negation in the head of the rule can be implemented as:

~know (student_name, concept, degree):-
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know(student_name, concept;, degreey),
know(student_name, concept,, degree,),

know(student_name, concept,, degree,),
degree;<cy,
degrees<cy,

degree,<c.
which means that student does not know concept in certain degree if he does not know
minor concepts concept;, concepty, ..., concept, in degree greater than or equal with ¢y, ¢, ...,
cn where ¢y, ¢, ..., cn are predefined constants. Furthermore, one can calculate degree of
concept cognition by adding a line at the end of previous rule:
degree is (degree;+ degrees+...+ degree,)/n.
Rule:

~nextlesson(student_name, lesson_name):-

know(student_name, concept;, degreey),
know(student_name, concepty, degree,),

know(student_name, concept,, degree,),
degree;>cy,
degreey>cy,

degreen>cy.

indicates lessons that particular student should not learn because he knows all belonging
concepts in degree greater than predefined constant.
Similar rule:

~nextlesson(student_name, lesson_name):-

~know (student_name, concept;, degreey),
know(student_name, concepty, degree,),

know(student_name, concept,, degree,),
degree;>cy,
degreey>cy,

degreen>ch.

where some predicates in the body of the rule are negated, indicates lessons that student
should not learn because he does not know all belonging concepts in degree greater than
predefined constant. Application of such logic programming language LOGPRO can
overcome some problems during the process of student modelling in an intelligent tutoring
system.
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5.4. Baselog System as Deductive Databases

Baselog system concept and its program implementation enabled the integration of good
properties of Datalog, Prolog and ATP system, and so is realized a more flexible system in
reference to the work in the closed, respectively opened world. Specifically needs in the
development for the work with databases ask just development and application of a such
system, and it makes it more superior in reference to Datalog, Prolog and ATP system,
considered separately (Radulovic, 1998, Radulovic & Hotomski, 2000).

Some automated reasoning systems can give incorrect answers if they work in closed world
concept, or correct answers if they work in open world concept where the answer depends
on fact base completeness. If fact, the base is incomplete, some of automated deduction
systems can consult facts from various extension files. In order to enable work with greater
data amount there arose a need to access certain databases which can even be distant and
then take the piece of data which could be used for deducting a conclusion (Hotomski,
2004).

5.4.1. Close/Open World Assumption in Baselog

In (Ceri, 1989, Stonebraker et al., 1990, Ullman, 1994) is described Datalog, the logic
programming language in the field of the database that is implemented in the post-relation
software for database management system PROGRESS. Datalog works on the CWA-
principle, respectively (by) adopting the Closed World Assumption. The CWA-principle
declares (Radulovic, 1998, Radulovic & Hotomski, 2000) :

Definition 1. (The CWA - principle) If a fact does not logically follow from a set of Datalog
clauses, then we conclude that the negation of this fact is true.

For knowledge databases is also characteristic the open world assumption. In the open
world regime work classic systems for the automatic theorem proving, especially, ATP
system (Berkovic, 1994, Berkovic, 1997). The knowledge bases contain limited knowledge
segments from a certain field. They can be incomplete, i.e. they do not present total relevant
knowledge. The applying of the closed world concept on such databases, can bring wrong
answers to the asked questions. Because of that the pure concept of the closed world can not
be applied for the databases used in the education computing software.

Universal resolution systems from theoretic aspect totally support the work with databases
as well, but they show a practical deficiency. It can be seen in the fact that because of the
endeavoring to get a semantically expected answer, it is necessary to give a complete space
description where the solution is claimed.

In the database area it is, for example, exposed through the necessity of proposing following
axiom:

tztA tzb AL AtZzL = ~P()

where ty,...,t, are the relation database tuples, and P(t) means the tuple t belonging to the
database relation (~ is negation).

As it can be seen, already for little number of tuples in database, this axiom has big length,
so this theoretic possibility is left in practical applications. Both in Datalog and in Prolog it is
made the attempt for solving this deficiency in specific ways. In Prolog it is the strategy of
definite failure (Bratko, 1986, Berkovic, 1997) and in Datalog the CWA-principle
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(Stonebraker et al., 1990). Meanwhile, no one of these solutions can satisfy education needs
in fullness, for the following reasons.
In reference to possible user’s questions, there are following options:

a) the answer to the question is deducible from the base,

b) the answer to the question is not deducible from the base,

where in b) we differ:

b1) the answer needs to be affirmative,
b2) the answer needs to be negative.

In a) when the answer is deducible from the base, it will be found and presented to a user
either Prolog, Datalog or Logpro based on ATP-system.

Specificities are being reflected in b). According to the adopted the CWA-assumption in
Datalog, respectively the definite failure concept in Prolog, there are possible incorrect or
indefinite answers. So in bl) Datalog can generate the incorrect answer NO, while Prolog’s
answer “NO” can be interpreted as “uncertain”. In b2) Datalog answer “NO” is correct, and
Prolog answer “NO” can be interpreted as “NO”. In both cases bl) and b2) Logpro based on
ATP gives answer “uncertain”.

We observe that in educative meaning Datalog according to the bl) does not satisfy, while
Prolog and Logpro based on ATP give acceptable, but uncertain answers. In b2) Datalog
gives correct and precise answer, while Prolog and Logpro based on ATP gives
inadequately precise answers. From the educative aspect it is desirable to lessen the
indefiniteness of the system answer and it is necessary to eliminate the non-allowed
answers. Otherwise, there is need to keep the definiteness present in Datalog for b2) and
eliminate non-allowed answer from b1). Implementing Baselog - system projected on the list
of the CWA-predicate and the CWA-rule, a flexible concept has been realized. Such system
all predicates which are in the CWA-list treats as Datalog, in closed-world, while all the
other predicates treat in open world, i.e. works as ATP. With it, it is free of Prolog defects in
reference to the negation treatment and the definite failure concept.

The basis for Baselog - system make following components (Radulovic & Hotomski, 2000,
Radulovic, 1998):

e The CWA-predicate list, which is a part of the program,

e The CWA-rule,

e The CWA-controller by which is enlarged ATP resolution system.

The whole Baselog - system is the extension of the resolution method by the concepts of the
opened and closed world. By the CWA-controller one provides dozing a degree of the
world openness/closeness for the program predicates.

Every literal of the form R(wy,...,wm) where R is predicate name mentioned in the CWA-
predicate list, and wy,...,wn, are arguments, Baselog - system will treat in the closed system
regime, while all the other predicates that are not in the CWA-predicate list, by the system
will be treated in the open world regime. Here, the CWA-controller of Baselog -system uses
the CWA-rule, formulated in the following way.
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The CWA - RULE:

Let D is the clause of the forms Livisv...v L, and let L;, 1<i <p is literal of the form R(wj,...,wn),
where the predicate R is declared as the CWA-predicate. If R(wy,...,w,) can not be unified with no
one base element, then R(wj,...,wy,) will be deleted from clause D.

If exists unificator for L; and some element from base, then clause D is not changed, there is no
deleting.

The proof of the CWA-rule correctness is described in (Radulovic, 1998).

6. Conclusion

Completeness and universality of the resolution method, as the base of ATP system, enables
it to be applied as the deductive base of prolog-like language. The relationship between
programming language based on ATP system and programming language PROLOG are
emphasized. The logic programming language based on ATP system enables eliminating
the defects of PROLOG-system (the expansion concerning Horn clauses, escaping negation
treatment as definite failure, eliminating of endless branches), keeping the main properties
of prolog-language. In this paper are also described some applications of ATP system and
LOGPRO such as: time-table and scheduling (DEDUC), a technique for the implicational
problem resolving for generalized data dependencies, deductive databases (Baselog System)
and intelligent tutoring system based on ATP system (iTUTOR). Also, ATP system is used
for the development inference system and data mining (Brtka, 2008).
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